**PREWORK**

Sesión 08

**Buenas prácticas y manejo de errores en Java**
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¡Hola! 👋

¡Llegaste a la última sesión del curso! 🎉 En esta etapa, vas a descubrir herramientas y prácticas que te ayudarán a escribir código más limpio, robusto y fácil de mantener. Esta sesión está pensada para que des ese salto que marca la diferencia entre simplemente hacer que el código funcione… y hacerlo bien 💡.

Vas a conocer los principios SOLID, aprender a detectar y corregir malos olores en el código (sí, los famosos *code smells*), y dominarás técnicas clave para manejar errores de manera profesional.

Este prework es tu primer acercamiento. Léelo con calma, explora los ejemplos y llega a la sesión en vivo con una base clara. ¡Estás a punto de cerrar con broche de oro! 🚀

¡Vamos a por ello!
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* Comprender qué es la refactorización y cómo identificar *code smells* en un proyecto Java.
* Aplicar los principios SOLID para diseñar código limpio, escalable y mantenible.
* Implementar técnicas para optimizar el rendimiento y la estructura del código.
* Identificar y manejar adecuadamente excepciones en Java usando try-catch-finally, throw y throws.

📋 **Instrucciones**

Este *Prework* está diseñado para conocer el contenido que se practicará durante la sesión en vivo. **Por favor no lo omitas.** Toma notas de lo que consideres relevante y guarda tus preguntas o dudas para resolverlas en la sesión.

**Bienvenido/a**

Bienvenid@ al octavo *Prework* del módulo. A continuación, te presentamos el tiempo estimado de lectura por tema, para que puedas revisar todos los recursos al máximo:

|  |  |
| --- | --- |
| **Temario** | **Tiempo sugerido** |
| Tema 01. Refactorización y Code Smells | 5 min |
| Tema 02. Principios SOLID en Java | 5 min |
| Tema 03. Técnicas para mejorar el rendimiento del código | 5 min |
| Tema 04. Tipos de excepciones (checked, unchecked) y manejo con try-catch-finally | 5 min |
| Tema 05. Uso de throw y throws para excepciones personalizadas | 5 min |

**¡Comencemos! 🏁**

**📚 Tema 01.** Refactorización y Code Smells

⏳ 5 minutos de lectura.

Llegaste a un punto clave en tu camino como desarrollador/a: aprender a escribir código que no solo funcione, sino que también sea limpio, ordenado y fácil de entender. 🧠✨

Este conocimiento te ayudará a pulir tus habilidades, evitar errores comunes y, sobre todo, a trabajar con mayor confianza en proyectos reales.  
¡Prepárate para detectar, limpiar y mejorar tu código como todo un profesional! 💻🔍

**¿Qué es la refactorización y por qué es importante?**

Refactorizar significa reorganizar y mejorar tu código sin cambiar lo que hace. Es como ordenar tu cuarto: no compras muebles nuevos ni cambias la función de cada objeto, solo limpias, acomodas mejor y haces que todo sea más funcional. 🧹💻

🤔 ¿Por qué deberías refactorizar tu código? Aquí tienes algunas buenas razones:

|  |  |
| --- | --- |
| **🔍 Situación** | **✅ Beneficio de refactorizar** |
| Tu código funciona, pero es difícil de leer | Lo haces más claro y comprensible |
| Hay mucho código repetido | Eliminas redundancias y usas funciones reutilizables |
| Te cuesta encontrar errores | Un código ordenado facilita la detección de fallos |
| Quieres trabajar en equipo | El código limpio es más fácil de compartir y mantener |

💡 Recuerda: Refactorizar no es arreglar errores, es mejorar la estructura del código para que sea más limpio, entendible y fácil de mantener.

**Identificación de código poco eficiente (*Code Smells*)**

Un *code smell* o “olor a código” no significa que el programa no funcione, sino que hay algo en su estructura que huele raro 😅, y que puede traer problemas a futuro.

🔷 Tipos comunes de *Code Smells*

|  |  |  |
| --- | --- | --- |
| ***Code Smell*** | **¿Qué significa?** | **¿Qué podrías hacer?** |
| Código duplicado | Mismo bloque de código aparece varias veces | Reutiliza funciones |
| Funciones muy largas | Una sola función hace demasiadas cosas | Divide en funciones más pequeñas |
| Nombres confusos | Variables o funciones con nombres poco claros | Usa nombres descriptivos y coherentes |
| Muchas responsabilidades | Una clase o función hace demasiadas cosas a la vez | Aplica el principio de responsabilidad única (SRP) |
| Código comentado | Muchas líneas comentadas que ya no se usan | Elimínalo si no es necesario |

🎯 Tu objetivo como desarrollador/a es detectar estos olores y corregirlos antes de que el código se vuelva difícil de entender o mantener.

**Miniguía para empezar a refactorizar tu código**

Aquí tienes algunas acciones simples que puedes aplicar desde ya para mejorar la calidad de tu código. No necesitas ser experto, solo observar con atención y aplicar con intención:

Evita nombres como x, n o dato1. Usa nombres descriptivos que te digan qué representa esa variable.

✅ Ejemplo: usa nombreCliente en vez de n.

Si una función hace demasiadas cosas, divídela en partes pequeñas con responsabilidades claras.

✅ Así facilitas la lectura, el mantenimiento y la reutilización del código

**🔤Renombra tus variables**

**🔄Extrae funciones**

¿Tienes funciones, variables o líneas comentadas que ya no usas? Es momento de despedirte de ellas.

✅ El código limpio es como una hoja en blanco: inspira y no confunde.

**🧹Elimina código muerto**

Evita que tu código se vuelva un laberinto de if, else o switch.  
✅ Simplifica con condiciones claras o extrayendo lógica a funciones.

**📉 Reduce anidaciones innecesarias**

Si haces lo mismo más de una vez, conviértelo en una función.

✅ ¡Evitas errores y haces tu código más eficiente!

**🔁Reutiliza código repetido**

💡 **Consejo:** Refactoriza como si otra persona tuviera que entender tu código mañana… aunque esa persona seas tú mismo, pregúntate:

*“¿Yo entendería esto si lo leyera dentro de 6 meses?”*

🔎 **Resumen**

🧠 **Para reflexionar…**

* ¿Has escrito alguna vez una función que tú mismo tuviste que leer varias veces para entender?
* ¿Crees que podrías mejorar algo que hiciste en proyectos anteriores?
* ¿Te animas a empezar a identificar y eliminar tus propios *code smells*?

**📚 Tema 02.** Principios SOLID en Java

⏳ 5 minutos de lectura

Cuando tu código comienza a crecer, puede volverse difícil de mantener, entender y modificar. Aquí es donde entran en juego los principios SOLID, un conjunto de buenas prácticas que te ayudarán a escribir código organizado, escalable y fácil de modificar sin romperlo.

El nombre SOLID es un acrónimo de cinco principios fundamentales de diseño orientado a objetos. No te preocupes, no necesitas memorizarlos de golpe. Aquí los descubrirás paso a paso con ejemplos simples y explicaciones claras. 🙌

|  |  |  |  |
| --- | --- | --- | --- |
| **S** | **Responsabilidad Única**  *Single Responsibility Principle* | | |
| ✨ Busca que cada clase tenga una única responsabilidad o motivo para cambiar | | | |
| ✅ Una clase que se encarga solo de guardar datos de un cliente, y otra diferente que se encarga de imprimirlos. | | | ❌ *Error común:* una sola clase que guarda imprime, calcula y valida |
| **o** | | **Abierto/Cerrado**  *Open/Closed Principle* | |
| ✨ Busca que el código esté abierto a extensiones, pero cerrado a modificaciones | | | |
| ✅ Puedes agregar una nueva forma de calcular descuentos creando una nueva clase, sin modificar el código existente. | | | ❌ *Error común: modificar la clase base cada vez que hay un nuevo tipo de descuento.* |
| **L** | | | **Sustitución de Liskov**  *Liskov Substitution Principle* |
| ✨ Busca que las clases hijas puedan sustituir a las clases padre sin errores | | | |
| ✅ Si tienes una clase Animal con un método hacerSonido(), cualquier subclase como Perro o Gato debería poder usar ese método sin romper el programa. | | | ❌ *Error común: una subclase que lanza errores o no respeta el comportamiento esperado.* |
| **I** | | | **Segregación de interfaces**  *Interface Segregation Principle* |
| ✨ Busca que las interfaces sean específicas y no obliguen a implementar más de lo necesario | | | |
| ✅ Si una clase solo imprime, no debería verse obligada a implementar métodos como guardar() o enviar() | | | ❌ *Error común: interfaces gigantes con muchos métodos innecesarios.* |
| **D** | | | **Inversión de dependencias** *Dependency Inversion Principle* |
| ✨ Busca que las clases dependan de abstracciones, no de implementaciones concretas | | | |
| ✅ Tu clase principal usa una interfaz Motor, sin importar si el motor es eléctrico o a gasolina. | | | ❌ *Error común: depender directamente de una clase específica y no poder cambiarla sin modificar todo.* |

**💬 Para reflexionar**

* ¿Has escrito alguna clase que haga “de todo”?
* ¿Crees que separar responsabilidades te ayudaría a depurar más rápido?
* ¿Qué principio crees que podrías empezar a aplicar desde ya?

**📚 Tema 03.** Técnicas para mejorar el rendimiento del código

⏳ 5 minutos de lectura

No basta con que el código funcione. Cuando tu aplicación crece o se enfrenta a tareas más pesadas, pequeños detalles pueden marcar una gran diferencia en el rendimiento.

En este apartado aprenderás cómo optimizar tu código desde tres ángulos clave: estructuras de datos, simplicidad en el diseño y uso eficiente de la memoria. No se trata de programar como un genio, sino de tomar decisiones inteligentes desde el principio. 🧠⚡

**Optimización de estructuras de datos en Java**

Elegir la estructura adecuada para cada situación es uno de los pasos más simples (y potentes) para mejorar el rendimiento de tu programa.

|  |  |
| --- | --- |
| **Estructura** | **Úsala cuando…** |
| ArrayList | Necesitas acceso rápido a elementos por índice |
| LinkedList | Haces muchas inserciones o eliminaciones en medio de la lista |
| HashMap | Quieres buscar valores rápidamente a partir de una clave |
| HashSet | Quieres asegurarte de no tener elementos duplicados |
| Queue / Stack | Necesitas una estructura de tipo “primero en entrar” o “último en salir” |

💡 Recuerda: Si eliges mal tu estructura de datos, podrías hacer que tu programa tarde segundos… o minutos en completarse.

**Reducción de complejidad en métodos y clases**

El código más rápido no siempre es el más inteligente, sino el más simple.

Aquí tienes algunas recomendaciones:

* ✂️ Divide funciones grandes en métodos más pequeños y específicos.
* 🔁 Evita bucles innecesarios: revisa si puedes salir antes de un for o reducir la cantidad de iteraciones.
* ❌ Elimina lógica duplicada que esté dispersa en distintas partes del código.
* 🔍 Prefiere la claridad sobre la “inteligencia extrema”. Un código entendible se optimiza más fácil.

💡 Recuerda:Cuanto más complejo es un método, más difícil es de mantener y más lento puede ejecutarse.

**Uso eficiente de memoria y gestión de recursos**

Java hace mucho trabajo por ti con su recolector de basura (*garbage collector*), pero tú también puedes ayudarlo. Aquí te comparto cómo:

|  |  |
| --- | --- |
| **Buenas prácticas** | **¿Qué logras con esto?** |
| Cierra archivos, conexiones y recursos | Evitas fugas de memoria y errores inesperados |
| Evita crear objetos innecesarios | Reduces el consumo de memoria |
| Reutiliza objetos cuando sea posible | Ahorras recursos y procesamiento |
| Usa estructuras adecuadas al tamaño | No guardes 1000 elementos si solo necesitas 10 |

⚠️ Dato importante: Si no gestionas bien los recursos, puedes ralentizar tu aplicación o incluso hacer que se caiga.

🧠 **Para reflexionar…**

* ¿Has usado alguna vez una lista cuando en realidad necesitabas un mapa?
* ¿Tus métodos podrían ser más cortos o claros?
* ¿Estás reutilizando recursos o creando objetos que no necesitas?

**📚 Tema 04.** Tipos de excepciones (checked, unchecked) y manejo con try-catch-finally

⏳ 5 minutos de lectura

En la vida real, las cosas no siempre salen como esperas. En la programación, pasa lo mismo: los errores existen, y saber cómo manejarlos es parte de ser un buen desarrollador/a.

Java tiene un sistema robusto para detectar y manejar errores: las excepciones.

**¿Qué son las excepciones y por qué son importantes en Java?**

Una excepción es un evento inesperado que ocurre durante la ejecución del programa y que interrumpe el flujo normal del código.

Ejemplos

|  |  |
| --- | --- |
| **Situación** | **Excepción** |
| Dividir un número entre 0 | ArithmeticException |
| Acceder a una posición inexistente | ArrayIndexOutOfBoundsException |
| Abrir un archivo que no existe | FileNotFoundException |
| Ingresar datos incorrectos | InputMismatchException |

💡 Las excepciones ayudan a detectar errores, evitar que la aplicación se detenga bruscamente y dar una respuesta adecuada al usuario.

**Diferencias entre excepciones checked y unchecked**

Java divide las excepciones en dos grandes grupos:

|  |  |  |  |
| --- | --- | --- | --- |
| **Tipo de excepción** | **¿Se detecta en tiempo de compilación?** | **¿Se debe manejar obligatoriamente?** | **Ejemplos** |
| Checked | ✅Sí | ✅Sí | IOException, SQLException |
| Unchecked | ❌No | ❌ No (aunque es recomendable) | NullPointerException, ArithmeticException |

🔎 Resumen sencillo:

* Checked**:** Java te obliga a *manejarla o declararla* (usando try-catch o throws).
* Unchecked: Java *no te obliga*, pero si no las controlas, pueden romper tu programa.

**Manejo de errores con try-catch-finally**

💻 Estructura básica

try {

// Código que puede lanzar una excepción

} catch (TipoDeExcepcion e) {

// Código para manejar la excepción

} finally {

// Código que siempre se ejecuta (opcional)

}

👀¿Para qué sirve cada parte?

* try➡️ Intenta ejecutar el código que podría fallar
* catch ➡️ Captura y maneja el error si ocurre
* finally ➡️ Siempre se ejecuta (haya error o no), ideal para liberar recursos

📌 Aquí algunos consejos útiles

**💬 Para reflexionar**

* ¿Qué haría tu programa si el usuario ingresa un dato incorrecto?
* ¿Has visto alguna vez un error de “índice fuera de rango”?
* ¿Crees que usar excepciones te daría más control en tus programas?

**📚 Tema 05.** Uso de throw y throws para excepciones personalizadas

⏳ 5 minutos de lectura

Hasta ahora has aprendido a manejar errores que ya existen en Java. Pero, ¿qué pasa si quieres lanzar tus propios errores personalizados?

¡Aquí es donde entran throw y throws! 🧨

**¿Qué es** throw **y cómo lanzar excepciones manualmente?**

throw se utiliza para lanzar una excepción específica de forma manual cuando detectas una situación inesperada en tu código.

🗣️ *"Si ocurre esta condición, lanzo un error para detener el flujo y avisar que algo anda mal."*

Ejemplo
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El contenido generado por IA puede ser incorrecto.](data:image/png;base64,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) Si en un cajero alguien intenta retirar una cantidad mayor al saldo disponible, puedes *lanzar una excepción personalizada* que diga: “Fondos insuficientes”.

|  |  |
| --- | --- |
| **Elemento** | **Descripción** |
| throw | Se usa dentro del código para lanzar una excepción |
| Sintaxis | throw new NombreDeExcepcion("mensaje"); |

**Uso de** throws **en la declaración de métodos**

Mientras que throw lanza una excepción, throws declara que un método puede lanzar una excepción. Esto le avisa al resto del programa que quien use ese método debe estar preparado para manejar el posible error.

📌 Lo usas cuando sabes que puede ocurrir un error, pero no lo vas a manejar tú directamente.

|  |  |
| --- | --- |
| **Elemento** | **Descripción** |
| throws | Se coloca en la firma del método |
| Sintaxis | public void miMetodo() throws IOException {} |

✅ Reglas claras = código más seguro y predecible.

**Creación y manejo de excepciones personalizadas**

Una excepción personalizada te permite crear tu propio tipo de error, con un mensaje claro y una lógica específica. Esto es muy útil cuando necesitas controlar reglas de negocio o situaciones particulares.

**Pasos para crear una excepción personalizada**

💻 Ejemplo en código

// Paso 1: Crear la clase de excepción personalizada

public class EdadNoValidaException extends Exception {

// Constructor con mensaje personalizado

public EdadNoValidaException(String mensaje) {

super(mensaje); // Llama al constructor de la clase Exception

}

}

// Clase principal con validación

public class Registro {

// Paso 2: Declarar que el método puede lanzar una excepción

public static void validarEdad(int edad) throws EdadNoValidaException {

if (edad < 18) {

// Paso 3: Lanzar la excepción personalizada

throw new EdadNoValidaException("Debes tener al menos 18 años para registrarte.");

}

System.out.println("Edad válida. Registro exitoso.");

}

// Método main para probar la lógica

public static void main(String[] args) {

try {

validarEdad(16); // Cambia este valor para probar

} catch (EdadNoValidaException e) {

// Manejo de la excepción

System.out.println("¡Error! " + e.getMessage());

}

}

}

**🤔 ¿Qué pasa aquí?**

* Se crea una excepción llamada EdadNoValidaException.
* El método validarEdad declara que puede lanzar esa excepción con throws.
* Si la edad no es válida, lanza la excepción con throw.
* En el método main, usamos try-catch para capturar y mostrar el error.

💫**Ventajas** de crear tus propias excepciones:

* Puedes describir exactamente qué ocurrió.
* El código se vuelve más claro y controlado.
* Facilitas la depuración y el mantenimiento.

**💬 Para reflexionar**

* ¿En qué parte de tu programa sería útil lanzar una excepción personalizada?
* ¿Prefieres manejar los errores tú o avisar a quien use tu método?
* ¿Qué mensaje pondrías en tu primera excepción?
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**Instrucciones:**

Imagina que estás desarrollando una aplicación para inscribir personas a un curso en línea. El curso tiene los siguientes requisitos:

1. La persona debe tener al menos 16 años.
2. El nombre del estudiante no puede estar vacío.
3. El número de intentos de registro no puede ser mayor a 3.

Tu reto será:

* Crear dos excepciones personalizadas
* Validar los datos usando throw y throws
* Manejar los errores con try-catch

**🧠 Preguntas de reflexión**

* ¿Qué ventajas tiene lanzar excepciones personalizadas en lugar de solo imprimir mensajes de error?
* ¿Qué pasa si no usas throws en la firma del método?
* ¿Dónde podría aplicar esto en un proyecto real?
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¡Felicidades! 🎉

Has llegado al final de la última sesión del curso, y eso no es cualquier cosa. En esta etapa diste un gran paso: pasaste de escribir código que simplemente *funciona*, a escribir código que es **limpio, mantenible, eficiente y preparado para lo inesperado**.

Aprendiste a:

* Detectar y corregir malos hábitos de programación (*code smells*)
* Aplicar principios SOLID para estructurar mejor tu código
* Optimizar rendimiento y uso de memoria
* Manejar errores con confianza usando try-catch-finally
* Crear y lanzar tus propias excepciones con throw y throws

**💡 Recuerda**

El camino del desarrollo no termina aquí. Ahora tienes herramientas que te ayudarán a escribir mejor código, trabajar en equipo con mayor fluidez, y construir aplicaciones más profesionales.

El verdadero poder está en **la práctica constante** y en tu curiosidad por seguir aprendiendo.

No necesitas hacerlo perfecto. Solo necesitas comenzar. ✨

¡Nos vemos en la sesión en vivo! Gracias por llegar hasta aquí, y sigue programando con propósito y pasión. 💻🔥